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Abstract: Acausal (physical) modeling can be advantageously used to construct dynamic models,
which are legible and easily modifiable for user. Even highly complex models can be easily assem-
bled and the model remains clear. The most widespread language for acausal modeling is Modelica.
Unfortunately Matlab/Simulink does not support Modelica language and that is why FMUtoolbox for
Matlab/Simulink was established. It adds possibility to simulate Functional Mock-Up Units (exported
Modelica models) to Matlab/Simulink environment. FMUtoolbox was practically proved during ver-
ification of control algorithms for stepper motor and in the design of heat pump control.
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1 INTRODUCTION

Modelica is an object-oriented language designed for modeling heterogeneous physical systems [1].
It is intended for multi-domain modeling and aspires to be general-purpose modeling tool [2]. It pro-
vides large amount of free libraries for modeling and simulation of electrical, magnetic, mechanic,
thermal and other physical systems. Moreover there are lots of commercial libraries for special pur-
poses (like refrigeration, engines, batteries, pneumatics etc.). The user can also create own library
using existing models or create completely new one with own developed models, which can be build
using equations or by connecting existing objects.

Modelica language uses acausal modeling, which brings significant advantages for user. Compared to
causal description (like in Simulink using integrators, gains etc.) the acausal approach provides better
legibility of model, resulting in less chance of mistakes [3]. Also the model can be easily modified or
extended.

Functional Mock-up Interface (FMI) describes standardized way to exchange models between model-
ing and simulation tools [4]. It is supported by most of Modelica tools (Dymola, OpenModelica etc.).
Matlab/Simulink supports neither Modelica language nor this standard and that’s why FMUtoolbox
for Matlab/Simulink was established. It adds functionality for FMU simulation into Matlab/Simulink
environment, what brings the possibility of using Modelica models in Matlab/Simulink.

Very first version of FMUtoolbox was presented in my previous article [5]. This paper describes
the second version of the toolbox, whose most important improvements include support of FMI 2.0,
support of Co-Simulation, notable simulation speed-up, native Matlab installer and others.

2 MODELICA LANGUAGE

This chapter briefly describes the Modelica language, in depth as needed in the following chapters.
More details about Modelica language can be found in [1], [6], [7], [8] and others.



Every Modelica model consists of three basic sections. The first of them is placed behind keyword
model (with the model name) and contains model variables, inheritance and others. The second
section of the model contains initial equations, which are used to compute initial conditions for
state variables. The third part of the model includes model equations and is prefaced by keyword
equation. There can be both the real equations (like a+b−c = 0) and connections of blocks (like
connect(objA.output, objB.input)). The model is terminated with keyword end with
the name of the model.

A basic example of simple Modelica model is presented below.

model s impleExample
Rea l x " S t a t e v a r i a b l e " ;
p a r a m e t e r Rea l x0 = 5 " i n i t i a l v a l u e o f x " ;

i n i t i a l e q u a t i o n
x = x0 ;

e q u a t i o n
0 = d e r ( x ) + 3∗x ;

end s impleExample ;

The name of the model is simpleExample and using parameter x0 and initial equation the start
value of x can be set.

Figures 1a and 1b illustrate the main difference between causal and acausal modeling, especially
Simulink and Modelica. Simulink model in Fig. 1a is strictly based on differential equations and it
is not very legible for user. Conversely the model in Modelica (Fig. 1b) is based on objects and their
connections, so the model is legible and it can reflect the reality.

(a) in Simulink

(b) in Modelica

Figure 1: RC circuit model



3 FMI 2.0

FMI 2.0 is the second major version of the standard defined to normalize Model Exchange and Co-
Simulation between Modelica (and other) modeling and simulation tools [4]. In this version standards
for Model Exchange and Co-Simulation were merged, which simplifies the solution needed for han-
dling model import, export and Co-Simulation.

Almost every Modelica tool is capable to export a model into Functional Mock-up Unit (FMU), a
special file type consisting of model description in XML file and model equations as source code or
binary form (dynamic-link library or shared object). There might be additional files packed into FMU
(like tables, maps and images). In fact, FMU is a folder with defined structure, which is packed into
zip and then renamed to have an extension .fmu.

In comparison with the previous version multiple changes were performed. As mentioned above,
Model Exchange and Co-Simulation are now based on a common core and only necessary parts are
different. Regarding model description clarification of some terms was accomplished (especially
model variable properties causality and variability). Further an item ModelStructure
was added, which describes model outputs, derivatives and initial unknown. It is an advantageous
improvement, for example in version 1.0 it was needed to find outputs between all model vari-
ables (sometimes thousands and more). Moreover items describing FMU capabilities were added
(ModelExchange and CoSimulation). Regarding Application Programming Interface (API)
several improvements were made. For example possibility to reset FMU can be mentioned, hereafter
logging categories and other improvements.

4 REALIZATION OF FMUTOOLBOX

FMUtoolbox is a tool allowing simulation of Modelica models (exported into FMU format) in Mat-
lab/Simulink environment. This tool was created by me and is continuously improved and perfected.

New version of FMUtoolbox had to be created due to new version of FMI standard, performance
issues and because of the need for Co-Simulation support. FMUtoolbox 1.0 was created previously
and described in my last article [5]. The first version provided basic FMU simulation capabilities for
Matlab/Simulink.

The core of FMUtoolbox 2.0 is derived from the previous version. It is based on Matlab class, which
provides methods and data storage for single FMU. Class methods are responsible for loading FMU
into Matlab, loading XML file with model description, partly for user interface and others.

FMUtoolbox 2.0 provides user interface in two ways - graphical user interface (GUI) for FMU usage
in Simulink and command line interface for simulation using Matlab command line.

The most important changes were performed on Simulink library, blocks and S-function. Originally
Level 2 Matlab S-Function was used to provide the interface between Matlab and FMU (addition-
ally there was a dynamic-link library or shared object between Matlab and FMU to provide needed
functionality). Actual solution employs Level 2 C S-Function as the interface between Matlab and
FMU. No other DLL or SO is necessary, all needed functionality is formed inside C S-function (or is
included into it). This solution brought significant simulation speed-up and simplification of commu-
nication between Matlab/Simulink and FMU. Actually there are four C S-Functions created (Fig. 2),
two of them are for FMI 1.0 (the first one for Model Exchange, the second for Co-Simulation) and
two for FMI 2.0 (the first one for Model Exchange, the second for Co-Simulation). This division
ensures the possibility to simulate any combination of FMUs concurrently - for example several the
same FMUs with different parameters, one Model Exchange FMU 1.0 with Co-Simulation FMU 2.0
and so on.

One of the most important improvement is added support for Co-Simulation. In some cases Co-



Figure 2: FMUtoolbox library for Simulink

Figure 3: FMUtoolbox GUI

Simulation is more suitable as it can bring simulation speed-up or increased accuracy. There are
two possible ways to perform Co-Simulation - communication between different tools and packing
solver into FMU. The second option was chosen because of the compatibility reasons and because
the communication between tools is not addressed in FMI 2.0 standard. It was found that for some
models Dymola solvers are more appropriate than Matlab solvers - in those cases Co-Simulation is
very useful.

Another important change covers installation of FMUtoolbox. In previous version the installers were
prepared for each platform (Windows, Linux, OS X) separately according to different possibilities of
these platforms. For FMUtoolbox 2.0, standard shared installation procedure for all platforms was
introduced. It uses Matlab Add-Ons to install FMUtoolbox.

Regarding graphical user interface (GUI) some performance improvements were realized and the GUI
was adjusted for FMI 2.0 usage. In Fig. 3 GUI with loaded FMU is shown - it is an example Modelica
model from section 2 exported into FMU and then loaded into Matlab. The value of parameter x0
can be adjusted before simulating the model.



5 CONCLUSION

In this paper FMUtoolbox for Matlab/Simulink was described, especially the second version of this
tool. This version brought support of FMI 2.0, Co-Simulation and some other features. Main differ-
ences between version FMI 2.0 and FMI 1.0 were described as well as differences between FMUtool-
box 1.0 and 2.0.

Most importantly, the toolbox has been verified in practical use and it was found satisfactory for the
validation of control algorithms. The first successful use was in the design of control loop for hybrid
stepper motor (HSM). The accurate model of HSM was constructed in Modelica language and then
it was exported into FMU. Then the model was loaded into Matlab/Simulink using FMUtoolbox and
the testing of control algorithms could be done. The model contained both the HSM and the power
circuit, so the simulations results were similar to behaviour of the real system.

FMUtoolbox was also used during designing heat pump control. As usually the model of heat pump
was formed using Modelica language and then it was loaded into Matlab/Simulink for further use.
In this case co-simulation was advantageously employed, because Dymola solvers were found to be
much more faster and accurate when used with heat pump Modelica model. Moreover it is almost
impossible to construct a heat pump model in Matlab/Simulink environment and conversely Dymola
is not so suitable for the design of control algorithms as Matlab.

According to the above examples it is evident that FMUtoolbox is a suitable tool for Modelica models
simulation in Matlab/Simulink environment.
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